**CS2040S: Data Structures and Algorithms**

Discussion Group Problems for Week 4

*For: February 3–February 7*

# Problem 1. Time Complexity Analysis

Analyse the following code snippets and find the best asymptotic bound for the time complexity of the following functions with respect to *n*.

1. public int niceFunction(int n) {

for (int i = 0; i < n; i++) {

System.out.println("I am nice!");

}

return 42;

}

Ans: T(n) = O(n)

1. public int meanFunction(int n) {

if (n == 0) return 0;

return 2 \* meanFunction(n / 2)+ niceFunction(n);

}

Ans: T(n) = T( ) + O(n)

= T( ) + O( ) + O(n)

= T( ) + O( ) + O( ) + O(n)

= T(1) + (O(n) + O( ) + O( ) + O( ) + …)

= O(n)

1. public int strangerFunction(int n) {

for (int i = 0; i < n; i++) {

for (int j = 0; j < i; j++) {

System.out.println("Execute order?");

}

}

return 66;

}

Ans: T(n) = 0 + 1 + 2 + 3 + … + (n – 1)

= O( )

= O()

1. public int suspiciousFunction(int n) {

if (n == 0) return 2040;

int a = suspiciousFunction(n / 2);

int b = suspiciousFunction(n / 2);

return a + b + niceFunction(n);

}

Ans: T(n) = 2 T( ) + O(n)

= O(n) \* O()

= O(n )

1. public int badFunction(int n) {

if (n <= 0) return 2040;

if (n == 1) return 2040;

return badFunction(n - 1) + badFunction(n - 2) + 0;

}

Note: The *n*th Fibonacci number can be expressed as ![](data:image/png;base64,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), where Φ = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF4AAABBCAYAAABYUhMgAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAR2SURBVHhe7Zy/rwxRFMcflUYEjUqEP0BBREShI7QKJVEIhcrPSiTEj0IlRKGmVggNzatQUPtRqP38CzifnXv23X3v7dwzO3Pvzu6eT/LNvW92Z3bmzHfuPXN29i0502FDaB0bO0THqm4rlkPrGDgs+teRTrvj7bwSHRW9EP1iQQuehtZJoG5/PvjLKQZuJ/B7B385RXC3T4kvInd7YU6Jpur27aL3onODvxYH3E4Gs3vw11o4IY9EnKD13sMwdVvEdoihGS6vKyI+nDNPf1FQtxO4ceikmxLbSsKbdFyj5YzqBnIEnisJZ/SNlNshFXi2cVxkgg8iEPEH6oa6DrxmDH27kixuBwKPMWkxEOvoMpPLUyxa4C1uB4I80dW6MbTOCiQQe0SPRd9YkAMP/ChkHndEv0VZ6yke+FHOiraKsrodPPAr4PZrItz+gAUNYF2GKPJ6xn3ExDz2bnfeAk8AOHgyjEY3LIK6/broJwuMHBJ9Fu0UPRRdEN0SMU98FKUyo1pmIathW3qjh8z5s8BJYl3UBJzNOuOcjQnYl4lLDnowfQw8QcNVBIBA6L7ieit8Pus0LYmwXl3xjH3T/Zkor9eV+xh4cm0CzkGqc3V/La6f1O1W1AzcGzRGD8QaoPjgu1aqPKvuRRbXc7Xw3lwFwLjkMtx363eurARXRferbi0cxJaqW8su0XnRa9EbFhggv66b/HAwkx0TJZwQvay6a+Bq+Soik9nGggxghHtV1xy/IXrG+jjUrIfV9erGpm7nhGlZITWcxfsyPM55zeO5KnAx7BetFxyCx9X2QfSEBQ04KSJd5Kq6yIIa4iv/e2jnNvAMRXer7oCboY25FNoboW3C39BCaojcF1p4F1ozay6Vjsg11EBdhoPbWdYk5YxhkmTbqYkedB/IboY0dbxlwuwLq10fDwlt3A6fRLiXB5zqYO5gOGLYY2I1gyNZWV2j36jgmC7I6XhQZ6twaFu3K3pFjZuYOTZeR6abp3gWtqgNuQMPcR6tRSz6lpurFJxEtochOQaOhyDrZ/KaZTgqTonAr3Y9auv21RBcjoETS9Dp9zLgSonAQ+x61IXbZxp1Y9MbmKbErh/JLhYZ3MdElRutyfR6CHAyo0UyfmKyqeo6BfihgX8rOlJ1nQKc0cA/Ex2suk4BLofWcRzHcaYOd6DcCGmhi8offZbxmpMBygoEmiBT40Hc9cZ1GF4rcRe8MFBqpaI4ztW8rsHnRDgdoAWuVI0ldn7uottCwPChXzTUDSOcGA38RE9tOaPoRIpSw4i+D/W6CjkLj3f8CS00edprc2idCcG5fKWGUinjzDh+nojHeNLOXjNPT5LFmUz8PI2TEYYgXI7bu36CwKkhLiF46aAQ5PnqdJ9QC6GlAoLuNZpCaNC5qfKgFyIOulMIzdcJ/jh8vO8YgknmUhd0hh1OjNMRBJ2qI1+A1MGXI73P5WflX9wSdB66wu2pku8BEb/W6OKfLy80OrwwfFiV+7Hv1sxCrYYf5+qPha0Mf9bYT5aW/gNEZYEf7gV7OAAAAABJRU5ErkJggg==).

E.g. *F*0 = 0, *F*1 = 1.

Ans: T(n) = T(n – 1) + T(n – 2) + O(1)

1. public int metalGearFunction(int n) {

for (int i = 0; i < n; i++) {

for (int j = 1; j < i; j \*= 2) {

System.out.println("!");

}

}

return 0;

}

Ans: T(n) = log(1) + log(2) + … + log(n)

= log(

= log(n!)

= O(n )

1. public String simpleFunction(int n) {

String s = "";

for (int i = 0; i < n; i++) {

s += "?";

}

return s;

}

Ans: T(n) = O()

# Problem 2. Sorting Review

1. How would you implement insertion sort recursively? Analyse the time complexity by formulating a recurrence relation.

Recursively sort the array from index 0 to (n – 1). Then, insert the last element into the sorted subarray. The recurrence relation will be T(n) = T(n – 1) + O(n). Solving it results in time complexity O().

1. Consider an array of pairs (*a,b*). Your goal is to sort them by *a* in ascending order. If there are any ties, we break them by sorting *b* in ascending order. For example, [(2, 1), (1, 4), (1, 3)] should be sorted into [(1, 3), (1, 4), (2, 1)].

You are given 2 sorting functions, which are a MergeSort and a SelectionSort. You can use each sort at most once. How would you sort the pairs? Assume you can only sort by one field at a time.

You should use the SelectionSort to sort the pairs by *b* first, and then use MergeSort to sort the pairs by *a*. This is because, MergeSort is stable and would not affect the ordering of *b* (which is already sorted) when *a* has the same value.

1. We have learned how to implement MergeSort recursively. How would you implement MergeSort iteratively? Analyse the time and space complexity.

# Problem 3. Queues and Stacks Review

Consider the Stack and Queue Abstract Data Types (ADTs). Just a quick explanation, a Stack is a “LIFO” (Last In First Out) collection of elements that supports the following operations in *O*(1) time:

* **push**: Adds an element to the stack
* **pop**: Removes the **last** element that was added to the stack
* **peek**: Returns the last element added to the stack (without removing it)

A Queue is a “FIFO” (First In First Out) collection of elements that supports these operations in *O*(1) time:

* **enqueue**: Adds an element to the queue front
* **dequeue**: Removes the **first** element that was added to the queue
* **peek**: Returns the next item to be dequeued (without removing it)

1. How would you implement a stack and queue with a fixed-size array in Java? (Assume that the number of items in the collections never exceed the array’s capacity.)

**Stack:**

Create an int field called lastElem, which stores the current index of the last element in the array. When a push operation is done, the lastElem field will be incremented by 1. When a pop operation is done, it will remove the last element in the array and decrement the value of lastElem by 1. Lastly, when a peek operation is done, the last element of the array will be returned but the value of lastElem remains unchanged.

**Queue:**

Create an int field front, that stores the index of the first element of the queue, and an int field back, that stores the index of the last element of the queue. Both front and back values are initialised to 0. When an enqueue operation is done, set arr[back] to the element to be inserted, and increment the value of back by 1. When a dequeue operation is done, simply return arr[front] and increment the value of front by 1. When a peek operation is done, simply return arr[front] without modifying the value of front. In order to prevent an array index out of bounds error, we can edit the enqueue and dequeue operations to increment the respective values of front and back and proceed to do a mod operation with the length of the array (i.e. (front + 1) % arr.length). This would proceed to utilise the empty spaces at the front of the array.

1. A Deque (double-ended queue) is an extension of a queue, which allows enqueueing and dequeueing from both ends of the queue. So the operations it would suppport are *enqueue front*, *dequeue front*, *enqueue back*, *dequeue back*. How can we implement a Deque with a fixed-size array in Java? (Again, assume that the number of items in the collections never exceed the array’s capacity.)
2. What sorts of error handling would we need, and how can we best handle these situations?

We would need to have error handling to check for when the array is full when performing enqueue/push operations. If the array is full and no more elements can be added, an error would need to be thrown. On the other hand, for dequeue/pop operations, we would need to check if the array is empty. If the array is empty and there are no elements to be removed from the array, an error would need to be thrown.

1. A sequence of parentheses is said to be balanced as long as every opening parenthesis “(” is closed by a closing parenthesis “)”. So for example, the strings “()()” and “(())” are balanced but the strings “)(())(” and “((” are not. Using a stack, determine whether a string of parentheses are balanced.
2. A sequence of opening and closing parentheses of three different types {}, (), and [] is given. We will define a hyperbalanced parenthesis sequence in a recursive way. For the recursion base, we say that empty parentheses sequence is a hyperbalanced one. Next, if “X” and “Y” are hyperbalanced sequences, then any of the sequences “{X}”, “[X]”, “(X)”, and “XY” is hyperbalanced. For example, sequences “{}([{}])”, “{}”, “(((())))” are hyperbalanced, but sequences “{(})”, “]”, “({}” are not. Determine whether a given sequence of parentheses is hyperbalanced.

# Problem 4. Mountain stack

Adventure flows in your veins, and today, you embark on your journey through the mountains! The range consists of *n* hills, aligned linearly and numbered from 0 to *n* − 1. Each hill, indexed at *i*, stands at a height of *a*[*i*] meters and spans a length of 1 kilometer. As you plan your journey, you’re keen to understand how far you can see to your left (you choose not to look right due to the prevailing winds in the mountains). When you stand atop hill *i* and look leftward, you’ll see a point *j* kilometers away if and only if all hills from *i*−*j* to *i* are no taller than *a*[*i*] meters. For each hill *i*, determine the maximum distance you can see from it. If there are no hills *j < i* taller than *i* then the answer for *i* is ”infinity”. Your goal is to solve this problem as effectively as possible.

(Hint: try using a stack to achieve *O*(*n*) time complexity).

Example:

[1, 0, 1, 2, 3, 1, 2, 3, 0]

The array above can be represented with the diagram below.
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For hills numbered 0, 2, 3, 4, and 7, there are no taller hills to their left; therefore, the answer for them is ”infinity”. For the hill with index 1, it is impossible to see even 1 km to the left, as the hill at index 0 is taller, and thus the answer is 0. The same applies to the hill numbered 5, as *a*[4] *> a*[5]. However, when standing on top of hill 6, one can observe 1 km to the left, since *a*[5] ≤ *a*[6] and does not limit the sight. But the view is limited beyond that, as *a*[4] *> a*[6].

# Problem 5. Sorting with Queues

*(Optional)* Sort a queue using another queue with *O*(1) additional space.